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- REYES with prman
- simple point lights, no energy, no falloff
- non physical, non normalized BRDFs
- deep shadow maps
- it was fine because there was no secondary effect
- Solving the rendering equation

$$
L\left(x, \omega_{o}\right)=\int_{\Omega} f\left(x, \omega_{i}, \omega_{o}\right) L\left(x, \omega_{i}\right) \cos (\theta) d \omega
$$

- L(x, wo) : outgoing radiance
- L(x, wi) : incoming radiance
$-f(x, w i, w o): B R D F$

- 2 parts working in tandem:
- physically correct lights emitting energy in the scene
- physically correct BRDFs bouncing energy in the scene
- Break down the rendering equation, each part will be solved by different coshaders called integrators

$$
\begin{aligned}
L\left(x, \omega_{o}\right) & =\int_{\Omega} f\left(x, \omega_{i}, \omega_{o}\right) L_{\text {direct }}\left(x, \omega_{i}\right) \cos (\theta) d \omega \\
& +\int_{\Omega} f_{\text {diffuse }}\left(x, \omega_{i}, \omega_{o}\right) L_{\text {indirect }}\left(x, \omega_{i}\right) \cos (\theta) d \omega \\
& +\int_{\Omega} f_{\text {specular }}\left(x, \omega_{i}, \omega_{o}\right) L_{\text {indirect }}\left(x, \omega_{i}\right) \cos (\theta) d \omega
\end{aligned}
$$



- directLighting integrator solves L\{D,S\}E path

- indirectLighting integrator solves LDD*E path
- reflection integrator solves LS\{ $\left\{S^{*}{ }_{,} D^{*}\right\} E$ path

- indirectDiffuse integrator uses
- irradiance caching
- radiosity cache
- photon cache
- reflection integrator uses
- caustic cache
- radiosity cache (optional, in that case we give up secondary specular effects)
- has 3 main parts
- Light coshader
- BRDF coshader
- Integrator coshader
- Multiple importance sampling
- Filtered importance sampling
- Importance resampling to reduce number of shadow rays
- Control variates

- Call sample() for each BRDF coshaders
- Create a pruned BSDFSampleStruct using the arealight BVH
- Pass the original and the pruned BSDFSampleStruct
- The original struct contains all directions
- The pruned struct only contains samples hitting a light



## MU ILLUMINATION 101

## BEFORE THE LIGHT LOOP: BRDF

INTEGRATION
void integrateBRDF (output BSDFSampleStruct bs, output BSDFSampleStruct bsbvh, output int numSpecLobes, output int numSpecSamples)
numSpecLobes = bsdf->getNumSpecSamples(numLobeSamples); if (numSpecLobes) \{
bs =bsdf->sample(facingRatio, w_in);
numSpecSamples $=$ bs $->$ getNumSamples();
bsbvh = BVHReduce(P, bs);
\}


- Call sample() on the light coshader
- Call valueAndPDF() on each BRDF coshader
- Call emissionAndPDF() on the light coshader
- ComputeMIS()
- ComputeShadows()
void integrateLight(shader li, output color diffPerLight, output color specPerLight)
\{

```
1i->emissionandPDF(b.s, lightValues);
```

1i->sample(1s);
b.sdf->valueandPDF(facingRatio, w_in,.w_outs, diffValues);

```
computeMIS(1s, diffValues, specValues, bs, lightVa`ues, Cdiff, Cspec, CspecBRDF);
```

```
computeShadows(Cdiff, Cspec, diffPerLight, specPerLight).
computeBRDFShadows(CspecBRDF, specPerLight);
```

Light Samples

- Sample from lobes using BRDF coshaders
- Sample from lights using light coshaders
- Combine samples using Multiple Importance Sampling

```
color integrate()
{
    integrateBRDF(bs, bsbvh, numSpecLobes, numSpecSamples);
```

    for ( \(7=0\); 1<1ightCount; \(1+=1\) ) \{
        integrateLight(. 1 ights.[1], bs, numSpecLobes, numSpecSamples, diff, spec);
        resultDiff \(+=\) diff;
        resultspec += spec;
        result += diff+spec;
    \}
    return result;
    \}


- BRDF sampling only
- good sampling everywhere except in the highlights where BRDF sampled directions miss bright spots
- fuzzy shadows

- Light Sampling Only
- good sampling in the highlights, well defined shadows
- noise in low brightness region where the sample directions don't match the BRDF peak

- Best of both worlds:

- Happens after MIS
- can optimize shadow computation using the final weights of each sample (cutoff, russian roulette)
- can perform a resampling step to reduce the number of shadow rays

```
void computeLightShadows()
{
avgVis = AreashadowRays(1s->P, Is ->pdf, Lvis);
for(i=0; i<lightSamples; i+=1) {
        diffPerLight. += Lvis[i] * Cdiff[i];
        diffPerLightNoshad += Cdiff[i];
        specPerLight += Lvis[i] * Cspec[i];
}
if.(li->diffuConvolution(diffConv)) {
        diffConv *= bsdf->a.bedo(i);
        diffPerLight += avgVis * (diffConv -diffPerLightNoshad);
        diffPerLightNoShad = diffConv;
```



- Can use multiple techniques as long as they don't overlap and create double shadowing
- shadowmaps for hair
- SH for large terrain vegetation


- Use of average visibility to further reduce variance
- the lobe must be completely view independent to be computed before rendering
- the light must be able to provide such answer
- Sphere: sub-hemispherical light source integration
- Rect, Disk: polygonal light source analytical integration
- Dome: image space convolution


## Pre-computed convolution for a dome light texture



- try to be energy conserving
- reflections are handled through the BRDFs
- no distinction between "planar reflections" and "planar area lights"
- no distinction between "spherical environments" and "dome area lights"
- not only true for specular: diffuse and bounce are also interchangeable
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## LOOK DEVELOPMENT: IBL2
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- various shapes: rect, disk, sphere
- infinite dome light (IBL)
- all can be textured, provide diffuse and specular and produce soft shadows
- only one point light: sun
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- must be energy conserving (normalized)
- must "substitute" to our trusted old CookTorrance
- should be anisotropy aware (brushed metals)
- can be efficiently computed (sampling)
based on Beckmann distribution:

$$
D_{b}(\mathbf{m})=\frac{e^{-\tan ^{2}\left(\theta_{m}\right) / \alpha^{2}}}{\pi \alpha^{2} \cos ^{4}\left(\theta_{m}\right)}=\frac{e^{\frac{(\mathbf{n} \cdot \mathbf{m})^{2}-1}{\alpha^{2}(\mathbf{n} \cdot \mathbf{m})^{2}}}}{\pi \alpha^{2}(\mathbf{n} \cdot \mathbf{m})^{4}}
$$

$$
f_{\mu}(\mathbf{l}, \mathbf{v})=\frac{F(\mathbf{l}, \mathbf{h}) D_{b}(\mathbf{h})(\mathbf{n} \cdot \mathbf{h})}{4(\mathbf{n} \cdot \mathbf{l})(\mathbf{v} \cdot \mathbf{h})}
$$

$$
p d f=\frac{D_{b}(\mathbf{h})(\mathbf{n} \cdot \mathbf{h})}{4(\mathbf{v} \cdot \mathbf{h})}
$$

# split roughness $\alpha$ into 2 distinct coefficients along 2 surface directions 

$$
D_{b}(\mathbf{h})=\frac{e^{-\frac{\left(\frac{\mathbf{u}_{\mathbf{1}} \cdot \mathbf{h}}{\alpha_{1}}\right)^{2}+\left(\frac{\mathbf{u}_{\mathbf{2}} \cdot \mathbf{h}}{\alpha_{2}}\right)^{2}}{(\mathbf{n} \cdot \mathbf{h})^{2}}}}{\pi \alpha_{1} \alpha_{2}(\mathbf{n} \cdot \mathbf{h})^{4}}
$$



- Eric Veach's paper: http:// graphics.stanford.edu/papers/combine
- D-BRDF: http://www.cs.utah.edu/~premoze/dbrdf/ dBRDF.pdf
- Siggraph2012 Monte-Carlo Course: https:// sites.google.com/site/amcrendering/





